# Spring Data JPA - Quick Example

### File: DemoApplication.java

package com.example.demo;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication; import org.springframework.web.bind.annotation.\*;

import org.springframework.data.jpa.repository.JpaRepository; import org.springframework.stereotype.Repository;

import jakarta.persistence.\*;

import org.springframework.beans.factory.annotation.Autowired; import java.util.List;

@SpringBootApplication public class DemoApplication {

public static void main(String[] args) { SpringApplication.run(DemoApplication.class, args);

}

}

@Entity class User {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY) private Long id;

private String name; private String email;

public User() {} // default constructor

// Getters & Setters

public Long getId() { return id; }

public void setId(Long id) { this.id = id; } public String getName() { return name; }

public void setName(String name) { this.name = name; } public String getEmail() { return email; }

public void setEmail(String email) { this.email = email; }

}

@Repository

interface UserRepository extends JpaRepository<User, Long> {}

@RestController @RequestMapping("/users") class UserController {

@Autowired

private UserRepository userRepository;

@PostMapping

public User createUser(@RequestBody User user) { return userRepository.save(user);

}

@GetMapping

public List<User> getAllUsers() { return userRepository.findAll();

}

@GetMapping("/{id}")

public User getUserById(@PathVariable Long id) { return userRepository.findById(id).orElse(null);

}

@PutMapping("/{id}")

public User updateUser(@PathVariable Long id, @RequestBody User newUser) { return userRepository.findById(id).map(user -> {

user.setName(newUser.getName()); user.setEmail(newUser.getEmail()); return userRepository.save(user);

}).orElse(null);

}

@DeleteMapping("/{id}")

public void deleteUser(@PathVariable Long id) { userRepository.deleteById(id);

}

}

# application.properties

spring.datasource.url=jdbc:h2:mem:testdb spring.datasource.driverClassName=org.h2.Driver spring.datasource.username=sa spring.datasource.password= spring.jpa.hibernate.ddl-auto=update spring.h2.console.enabled=true

spring.jpa.show-sql=true

# Output (in Postman) :

**POST /users**
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**Response:**
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**GET /users**
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**PUT /users/1**

**![](data:image/png;base64,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)**

# Implement services for managing Country

### Create ,

1. Country entity
2. CountryRepository
3. CountryService
4. CountryController
5. application.properties

### Country Entity

package com.example.demo.model; import jakarta.persistence.\*; @Entity

public class Country { @Id

@GeneratedValue(strategy = GenerationType.IDENTITY) private Long id;

private String name; private String capital;

// Constructors public Country() {}

public Country(String name, String capital) { this.name = name;

this.capital = capital;

}

// Getters & Setters

public Long getId() { return id; }

public void setId(Long id) { this.id = id; } public String getName() { return name; }

public void setName(String name) { this.name = name; } public String getCapital() { return capital; }

public void setCapital(String capital) { this.capital = capital; }

}

### CountryRepository

package com.example.demo.repository;

import org.springframework.data.jpa.repository.JpaRepository; import com.example.demo.model.Country;

public interface CountryRepository extends JpaRepository<Country, Long> {}

### CountryService

package com.example.demo.service; import com.example.demo.model.Country;

import com.example.demo.repository.CountryRepository;

import org.springframework.beans.factory.annotation.Autowired; import org.springframework.stereotype.Service;

import java.util.List; import java.util.Optional; @Service

public class CountryService { @Autowired

private CountryRepository countryRepository; public List<Country> getAllCountries() {

return countryRepository.findAll();

}

public Country getCountryById(Long id) {

return countryRepository.findById(id).orElse(null);

}

public Country addCountry(Country country) { return countryRepository.save(country);

}

public Country updateCountry(Long id, Country updatedCountry) { Optional<Country> existing = countryRepository.findById(id); if (existing.isPresent()) {

Country c = existing.get(); c.setName(updatedCountry.getName()); c.setCapital(updatedCountry.getCapital()); return countryRepository.save(c);

}

return null;

}

public void deleteCountry(Long id) { countryRepository.deleteById(id);

}

}

### CountryController

package com.example.demo.controller;

import com.example.demo.model.Country;

import com.example.demo.service.CountryService;

import org.springframework.beans.factory.annotation.Autowired; import org.springframework.web.bind.annotation.\*;

import java.util.List; @RestController @RequestMapping("/countries") public class CountryController {

@Autowired

private CountryService countryService; @GetMapping

public List<Country> getAllCountries() { return countryService.getAllCountries();

}

@GetMapping("/{id}")

public Country getCountryById(@PathVariable Long id) { return countryService.getCountryById(id);

}

@PostMapping

public Country addCountry(@RequestBody Country country) { return countryService.addCountry(country);

}

@PutMapping("/{id}")

public Country updateCountry(@PathVariable Long id, @RequestBody Country country) { return countryService.updateCountry(id, country);

}

@DeleteMapping("/{id}")

public void deleteCountry(@PathVariable Long id) { countryService.deleteCountry(id);

}

}

1. **application.properties** spring.datasource.url=jdbc:h2:mem:testdb spring.datasource.driverClassName=org.h2.Driver spring.datasource.username=sa spring.datasource.password= spring.jpa.hibernate.ddl-auto=update spring.h2.console.enabled=true

# Output Request via Postman

### Add Country POST

<http://localhost:8080/countries>

![](data:image/png;base64,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)

### Get All Countries GET

<http://localhost:8080/countries>

# Difference between JPA, Hibernate and Spring Data JPA

|  |  |  |  |
| --- | --- | --- | --- |
| **Feature / Term** | **JPA (Java Persistence API)** | **Hibernate** | **Spring Data JPA** |
| Type | Specification (interface) | Implementation of JPA | Abstraction built on top of JPA |
| What it is | API that defines ORM for Java | Framework that implements JPA | Spring module that simplifies JPA usage |
| Provider | Defined by Oracle (as part of Java EE) | Provided by Hibernate (Red Hat) | Provided by Spring Framework |
| Setup Requiremen t | Needs an implementation like Hibernate | Needs configuration of SessionFactory, Transaction, etc. | Very minimal setup with Spring Boot; automatic configuration |
| Usage Level | Low-level (more manual coding) | Medium-level (manual config, but powerful) | High-level (boilerplate-free, auto-query generation) |
| Example (Create) | em.persist(new Country("India", "Delhi")); | session.save(new Country("India", "Delhi")); | countryRepository.save(new Country("India", "Delhi")); |
| Example (Read) | em.find(Country.clas s, 1L); | session.get(Country.clas s, 1L); | countryRepository.findById(1L  ); |
| Querying | JPQL, Criteria API | JPQL, Criteria, Native SQL | Method naming (findByName), @Query, paging, sorting |
| Boilerplate Code | More | Less than JPA | Very minimal, most is auto- generated |
| Annotations Used | @Entity, @Id, @OneToMany, @GeneratedValue | Same JPA annotations + additional Hibernate- specific annotations (e.g., @Where) | Uses JPA annotations + Spring's @Repository, @Service, etc. |
| Ease of Testing | Complex | Easier than raw JPA | Simplified using Spring Boot Test |
| Integration | Can integrate with any ORM framework | Mostly used standalone or as JPA provider | Deeply integrated with Spring ecosystem |

**Find a country based on country code**

### CountryApp.java

package com.example.country;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication public class CountryApp {

public static void main(String[] args) { SpringApplication.run(CountryApp.class, args);

}

}

### Country.java (Model)

package com.example.country.model; import jakarta.persistence.\*;

@Entity

public class Country {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY) private Long id;

private String name; private String capital; private String countryCode;

public Country() {}

public Country(String name, String capital, String countryCode) { this.name = name;

this.capital = capital; this.countryCode = countryCode;

}

// Getters and Setters

public Long getId() { return id; }

public void setId(Long id) { this.id = id; }

public String getName() { return name; }

public void setName(String name) { this.name = name; } public String getCapital() { return capital; }

public void setCapital(String capital) { this.capital = capital; }

public String getCountryCode() { return countryCode; }

public void setCountryCode(String countryCode) { this.countryCode = countryCode; }

}

### CountryRepository.java

package com.example.country.repository; import com.example.country.model.Country;

import org.springframework.data.jpa.repository.JpaRepository;

public interface CountryRepository extends JpaRepository<Country, Long> { Country findByCountryCode(String countryCode);

}

### CountryService.java

package com.example.country.service; import com.example.country.model.Country;

import com.example.country.repository.CountryRepository; import org.springframework.beans.factory.annotation.Autowired; import org.springframework.stereotype.Service;

import java.util.List;

@Service

public class CountryService {

@Autowired

private CountryRepository countryRepository;

public List<Country> getAllCountries() {

return countryRepository.findAll();

}

public Country getCountryById(Long id) {

return countryRepository.findById(id).orElse(null);

}

public Country getCountryByCode(String code) { return countryRepository.findByCountryCode(code);

}

public Country addCountry(Country country) { return countryRepository.save(country);

}

public Country updateCountry(Long id, Country updatedCountry) { return countryRepository.findById(id).map(c -> {

c.setName(updatedCountry.getName()); c.setCapital(updatedCountry.getCapital()); c.setCountryCode(updatedCountry.getCountryCode()); return countryRepository.save(c);

}).orElse(null);

}

public void deleteCountry(Long id) { countryRepository.deleteById(id);

}

}

### CountryController.java

package com.example.country.controller;

import com.example.country.model.Country;

import com.example.country.service.CountryService;

import org.springframework.beans.factory.annotation.Autowired; import org.springframework.web.bind.annotation.\*;

import java.util.List; @RestController @RequestMapping("/countries") public class CountryController {

@Autowired

private CountryService countryService;

@GetMapping

public List<Country> getAllCountries() { return countryService.getAllCountries();

}

@GetMapping("/{id}")

public Country getCountryById(@PathVariable Long id) { return countryService.getCountryById(id);

}

@GetMapping("/code/{code}")

public Country getCountryByCode(@PathVariable String code) { return countryService.getCountryByCode(code);

}

@PostMapping

public Country addCountry(@RequestBody Country country) { return countryService.addCountry(country);

}

@PutMapping("/{id}")

public Country updateCountry(@PathVariable Long id, @RequestBody Country country) { return countryService.updateCountry(id, country);

}

@DeleteMapping("/{id}")

public void deleteCountry(@PathVariable Long id) { countryService.deleteCountry(id);

}

}

### application.properties

spring.datasource.url=jdbc:h2:mem:countrydb spring.datasource.driverClassName=org.h2.Driver spring.datasource.username=sa spring.datasource.password= spring.jpa.hibernate.ddl-auto=update spring.jpa.show-sql=true spring.h2.console.enabled=true

**Output Requests in Postman**

## Add Country

### POST

<http://localhost:8080/countries>
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## Get Country by Country Code

### GET

<http://localhost:8080/countries/code/IN>

# Add a new country

**API Endpoint to Add a Country**

## Method:

POST /countries

### CountryController.java

@PostMapping

public Country addCountry(@RequestBody Country country) { return countryService.addCountry(country);

}

### And in the service:

public Country addCountry(Country country) { return countryRepository.save(country);

}

**Output :**
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**Demonstrate implementation of Query Methods feature of Spring Data JPA**

**User Entity**

### User.java (Entity)

package com.example.demo.model; import jakarta.persistence.\*; @Entity

public class User {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY) private Long id;

private String name; private String email; private String city;

// Constructors public User() {}

public User(String name, String email, String city) { this.name = name;

this.email = email; this.city = city;

}

// Getters and Setters

// ...

}

### UserRepository.java (with Query Methods)

package com.example.demo.repository; import com.example.demo.model.User;

import org.springframework.data.jpa.repository.JpaRepository; import java.util.List;

public interface UserRepository extends JpaRepository<User, Long> {

// Find by name

List<User> findByName(String name);

// Find by city

List<User> findByCity(String city);

// Find by email ending with a domain

List<User> findByEmailEndingWith(String domain);

// Find users by name ignoring case

List<User> findByNameIgnoreCase(String name);

// Find by name containing keyword

List<User> findByNameContaining(String keyword);

}

### UserService.java

package com.example.demo.service; import com.example.demo.model.User;

import com.example.demo.repository.UserRepository;

import org.springframework.beans.factory.annotation.Autowired; import org.springframework.stereotype.Service;

import java.util.List; @Service

public class UserService {

@Autowired

private UserRepository userRepository;

public List<User> getByName(String name) { return userRepository.findByName(name);

}

public List<User> getByCity(String city) { return userRepository.findByCity(city);

}

public List<User> searchByEmailDomain(String domain) { return userRepository.findByEmailEndingWith(domain);

}

public List<User> searchByNameKeyword(String keyword) { return userRepository.findByNameContaining(keyword);

}

}

### UserController.java

package com.example.demo.controller; import com.example.demo.model.User;

import com.example.demo.service.UserService;

import org.springframework.beans.factory.annotation.Autowired; import org.springframework.web.bind.annotation.\*;

import java.util.List;

@RestController @RequestMapping("/users") public class UserController {

@Autowired

private UserService userService;

@GetMapping("/name/{name}")

public List<User> getByName(@PathVariable String name) { return userService.getByName(name);

}

@GetMapping("/city/{city}")

public List<User> getByCity(@PathVariable String city) { return userService.getByCity(city);

}

@GetMapping("/email/domain")

public List<User> getByEmailDomain(@RequestParam String domain) { return userService.searchByEmailDomain(domain);

}

@GetMapping("/search")

public List<User> searchByName(@RequestParam String keyword) { return userService.searchByNameKeyword(keyword);

}

}

**JSON Response**
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# Demonstrate implementation of O/R Mapping

One Student → Many Courses

### Student.java

package com.example.demo.model; import jakarta.persistence.\*;

import java.util.List;

@Entity

public class Student {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY) private Long id;

private String name;

@OneToMany(mappedBy = "student", cascade = CascadeType.ALL) private List<Course> courses;

// Getters and Setters

}

### Course.java

package com.example.demo.model; import jakarta.persistence.\*; @Entity

public class Course {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY) private Long id;

private String courseName; @ManyToOne

@JoinColumn(name = "student\_id") private Student student;

// Getters and Setters

}

### StudentRepository.java

package com.example.demo.repository; import com.example.demo.model.Student;

import org.springframework.data.jpa.repository.JpaRepository;

public interface StudentRepository extends JpaRepository<Student, Long> {}

### CourseRepository.java

package com.example.demo.repository; import com.example.demo.model.Course;

import org.springframework.data.jpa.repository.JpaRepository;

public interface CourseRepository extends JpaRepository<Course, Long> {}

### StudentController.java

package com.example.demo.controller; import com.example.demo.model.Student;

import com.example.demo.repository.StudentRepository;

import org.springframework.beans.factory.annotation.Autowired; import org.springframework.web.bind.annotation.\*;

import java.util.List;

@RestController @RequestMapping("/students") public class StudentController {

@Autowired

private StudentRepository studentRepository;

@PostMapping

public Student addStudent(@RequestBody Student student) { return studentRepository.save(student);

}

@GetMapping

public List<Student> getAllStudents() { return studentRepository.findAll();

}

}
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# Output :

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAS8AAAEbCAIAAAAEV5U0AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAY0klEQVR4nO3dX0xbV54H8O8sZmMHDJfF1PZuNq1q/ghpsihARqibDFIFOFXUlSYTqglR0coPRGi1CFDeVgoi2sfKYXnJFq14cFWyKqT7UFVbA1spQxZZQ5wIpVpkYmebTCpfGru2cQCzNqN9uBgo2Ikd7JtD+H6e6pP753g0X8659/r87i+MRiOISAB/9ro7QESbmEYiUTCNRKJgGolEwTQSiYJpJBIF00gkCqaRSBRMI5EomEYiUTCNRKJgGolEkXEah2ZkWZbv2PPZGaJDTZPZZt0TH7x1Z8B04dP89oboMMt8pvrjE0aRKJ943UgkigzSODQjy72wn+nPf2+IDrMM0th7xmQaQv8Mb+AQ5RVnqkSiYBqJRJF5Gt86fjmP/SCiDNN448J//nh6kE//ifLoF6zgSCQIXjcSiYJpJBIF00gkCqaRSBRMI5EomEYiUTCNRKJgGolEkZs09ki2qSLJWtTuMjRYN9sku8G24+M2a1H7VJEEAJqGKXNbDywOs82hzUlHiA6wDCtxZMS5ERlMhJ2bn8L9gdHM9gsG4lEksjmTpmGqok4fnx8IuJ0v35roYMjTTFWyG2wus80lWXY0Whxmm8tsGyzRv2jXyxMe2TPxgl+oaxqmJHwSepqjrhKJIjdj43B4dBgAJptiSkO4PzAKbZtre/4p2Q3NCI02xWAtar+itCXcrX4AQGA8i5Ml3K0BQNs2mJOuEwkjlzPVFyo3YP7zWAYbfnqhhuWw6FBS656qRjKrdCaig0qtNCbC/sJ3rRpA03Bln9eNqXVPeGTZM9H96l0kes3ylEaLw2xzlR2Drtm1+fTC1xmKvFdhc1WUf7XfGzDJgxfWDW4/GrnxX99FUGqs2nfXiV6XN2i18dCM/MHSYM2FG6+7I0Sv5s34LU73hEeWf4cxRpEOsjdobCQ64N6MsZHoTcA0EomCaSQSBdNIJAqmkUgUTCORKJhGIlEwjUSiKCguLt7/UXok2z8X/O+Pf/7h56W6P676ffs/4jbJbui49Kf7f11s+xft8r/FQpnu13J26e/LdPJfhf6pGU++Kwyk2eYf3185W/1nP9ugMnL9QqQ2Uuz6KYtuZnI6ohfK5djo3IhguxJHjnni0Wg8mPVuCyENQgULyY+1p4LXuyItyY/T3xj7vtBHd+3jLe0bMQ55X6WXu05HlI38rDbWNEwV44Gm7r1CIFm9xlrUnqzB8XTMPzkMi8NgAY5VY342UfeeTmmU7Ibz7xUCiM4+G+9PXyzHfkfuwJjpdH9W/dpoLNd9fX/tl5WYThe2ysj192OA5t4X5Z+FN9tqTwW7TiYARO8brs4VAGg5u3TuOAA8/vYVc0u0R54qcQC6OkNotCkm2Q2tVo3bmYBzZdy5AgDWovYrRdLwClB4DKEvZ4vPn4jfntXUv6OB9Uir4floU0wpftNgDbid29WuxrMbdae/MU4DQGnfVlqk9fLgkc8e4tdN6/AeSb2bt7TPW/zxxfB2S2Wkq1I3MnJ0YUfLr4OGvm8KgPXerkiLt3Q65emIspO3Shxxpe5G+PuEvlEDJJKF3gAA0WVlo6d3Y3in+OlXK8F3dAAkq05fXWhzJY/wgsP3nzZlNywCqK2KBx8eRfjIw7LnLTgyndleLZWxx3OlCz9v0R+PXT+pfNJ+l20/iFJTrS6OZJfq/KHR1p1VqlJ4yQR1PzYaK2P1J2P1AIDHlaVpJ6sZ4ASV8kDNJxzRQALKAJhmg/D3Cf2JI1Imx7Lfyfa159J6VUjqGzH2jRj7vtW+Xbme4X7TXu3bp1Zrd7T8ENRktnv3LY/8KlVF6JBSbWwMO9cwWGFzITq7nLYSx3D4dqP5vKsEALB2uymcu2cltVVrP3nLNz94tY/fj7VAY74YqNcDQFdXVLlDs3XDBh8t1Uf1IzePLnhLv65c6uqKInkXZ2FOuncxcL0LAKBsk/qcNyYf9P7taWNt6n8l2oWrjfPKPiOfWxqoucCalJQB/hYnX7pveWS5A//OKFKmODYSiYJjI5EomEYiUTCNRKJgGolEwTQSiYJpJBIF00gkCqaRSBS5SWOPZJsqkqxF7S5DgzUnR9w/bZvL0GDVNEyZ2+1Z/Rp3aEaWZVmWZ4by1TWilA5MJY5XlAj7Efk+2yVa3jGTyXSmNy89Ikonf2s4LA5zczWQrLuxc7XxZkuPZGuMjXZurvTHJwE3itqv4JG/pK4a22s4tkt47GmJLn/ZuhIGAG2bq+wYsF34I7WhGfl3GDOdyXqlMlH+5akSh2Q3NCM0ul2YA5JdevfBs9H+BKxF7YOSZTjNail9SflX/tFOWBxmS0/YN6xpuKJ7NODfETBNw5XCe01+HyDZDa329fH+hMVRhjG/0oek2GZnnLktYUeUN3mqUmU5gflPYrtaHn2SAADnyr1LBind5WV0+Q/DAODrVFKU8D3A+UFzeY0ywALWI+/qdXqXrlnZfBYAfHfXmjvM7e+8tG5A7xkT558kKtVWG78ypUqVxWG2ueLzAwE3dk5Qk4bDo8NhyW6wuQqTE2OigyY/TzgSvgeou6Td2RL2F75r1QCAtai+OhF2Ap541FwgKSVz0hXnSPJ1+m8vFpbXAM6NiF5nSTW0hvsDX87GS995wV+YoRlZnsmqgAeRavI0Nob7w/NTFUr1N2Ww8nU+kzZb4vMDAR8A5/qjKxXnXSVYXJ6P6tJ1cLvS3GJodBhAbHJMaxs01w1uH3zrjhGiy1+25qfIFVG+cbXxHkMzcuNctnWTifaPv8VJpbKDT/9JfRwbiUTBsZFIFEwjkSiYRiJRMI1EomAaiUTBNBKJgmkkEgXTSCQKldPYPeGR+UpDopTUXVE11HH62Ziphj8BJUpB7ZlqZOmhymckOih43UgkCtXS2D3hkeXGuZrf3lDrjEQHjGppvHGhxmS6e8pzq1utMxIdMJypEomCaSQShdppLDVWqXxGooNC3TT2jt2p6ODTf6KUWImDSBS8biQSBdNIJAqmkUgUTCORKJhGIlEwjUSiYBqJRME0EomCaSQShWBp1DRMmdt6YHGYbY7tl7FaHGabS7Ls2driMLf1AAB6JNtUkWQtancZGtK9w5xIcIKlcVMwEI8Gtl+K6uv0jzaFfS/dzbkRQSLszOZMPZLN9bPkE702YqZxJ4vDbHOZbVNF0laTtajdZba5ku8zTutl7xXvkWyNsS9n4znqKdH+qFsz7qUS7lY/ACAwnmzydfp91qL2K1vbaNsGdY8G/G4nLA7z5vR1ODw6DACTTbEszjYcHgUke3EOOk60f4KlMQPWgtLF55MZTUd7z5h6890dopwRf6a6W02h/nV3gSgvDl4aPfFotdYCoEfa73VjGvYZWZbvZL8f0f4In0ZNw5TZNlii15ecd5nb7Ro4V6ZmNc0us+3D+O193oCxFrW7zOffK0R1mW3Ho5H+OS9QcZzF7UhlXPufQvctz4Dxa9NpvqGAVHXw7uLkmX1G7qiK3Bnky0JIdRwbiUQh/HUj0aHBNBKJgmkkEgXTSCQKppFIFEwjkSiYRiJRMI1EoigoLhZpeZ+mYcp4ouw5/sH8m98k7v9H4uV7iEvb5pKkP/7fX/6r8fTJ2P84/5ThbtLqtc7VAvcv/q4r2BQpdv2Uyy7Vngr+098UOLFy/cL6hlv7KJfHpv0T85dxwUA8itcRRWtR+2BJZMw/ObxZGWC0M5vlyykkwn5Evs/+u2iCUQ0CAABp9dpHUWUZ2eNvjUPe/XUIQKAwGsUP+z4M5ZqYafw5TcNURZ0eQHx+IOB2Aj2SrUMHANHlL1tXwtA0TEn4JPlPSoR6JFtjfN5cUqff2gwWx2bxjujss/H+BADJbjj/XuHOFiyuoVELbIdwa6/N41iL2i8VRqp1xxaX580ldVAOrm1zlR0DgLXbLyrhc3nCM3jiwUDNhU8z//7ho1dHjgJoObv0S6VlTz5rTwUvQro6VwBs/3fL2aVzx5WO60duHl3I/Iz0egiWxhSVOCyOincfPBvt3xpetG0duN3k9wEWh7nVvj6e7vfd1ToM+EedmoYpyWJdcddIzQiN7izVYS1qNTwfbYoBmoYpqcEacANAzIfiBmvMndzK1+n3bfbE/KuelUkPUK0JDoQwWFY+FnraoS0Hyh3FwQH/pPLnwKH1dcaA2GZZEKf/5fW1dggfvToCALhZ/sJtjgKAtHrtg9Va79GFhzp8sF47d3QBG42VePifBQCmvzFOAwBazi5ZK48ueLEwV94HALh6M5sukUoES+NeWkv12r3OHTO9Hu2xxdgkAMD3+XL9JQ3SzWkXn7udABLu1gAAOGNPXWW2qc1xEoBk1emrC20uZev4fHI/3+dr7Ze07rtbZ0wOxcBTpTG65nOi/MryH4bxqw6lk4XHBs11g8p5XzC5/fRCTRajYlobH18M1CuDozJGho88RLhROrqA9SrobipfsDJy/f3Nvjze//yW8k74NOZQbLLJr6ww1i+GlAvC7QmqQllw7Fx/dKU4Wb5V29ahmd9VFCuFF09Qc6v2VLg+JPXdPAJp9doHSlvBXS8uVm0gFIe3eAEA1nvfT9z7wvhZeMcUl4Qm/BOOmG9RV2/f8UdjqxIHYLlUgkACSIT9heU1ALRtyUEsLefK+MBy1FwgAeHvE/oTR6QUGyXcX6H+w62TKjVatZa0hT8SwajO0pPJ17k84ZE9E5cz2XRL5erHEoANc9l2WzSoAVBbtbZVJGhhrvin8kRLJX4/V5Bs0/jDANZ/eTyr89HrIv7Y6OsMWVwVNheSd3FWxmskm8vcDGAxpFxP+u6uNXeYbR3x+dm1Y4Y0B9qecMbnBwJhAMPh243m864SALsHt+Hnjz6sqAOAmG+xrNmla8ba/Gw8zaVcwv3Jcvug2dYB7B1v981bUN61dB3AE6nPCwALD3X4KHD9JKL39Y+3tzvyHZbOQerb+vgkfK4rdg7ae/c16a9BSRxcbUwkCuFnqkSHBtNIJAqmkUgUTCORKJhGIlEwjUSiYBqJRME0EomCaSQSBdNIJAr10th9yyPLsucWX8RGlJrKv1O1z8in5kxn+P4nor1Unqk+XIqoe0Kig0P968a3jme3uo/osFA5jTcu1Ayhn1ePRCmovNq4e8LTC7spJ7VhiN4w6s9Uf3yyM4pDM7Iszwyp3gsi8bzu5429cw+Bt/6aE1citdNYZSzd1fJwKYIf/3hD3W4QiUjlp/8db/332PbDxqEZWR448d3gmV7VekEkLlapIhLF675uJKIkppFIFEwjkSiYRiJRMI1EomAaiUTBNBKJgmkkEoXKaeye8Mhy1i8wJDoU1F1RNdRx+tmYqYaFOIhSUHumGll6qPIZiQ4KXjcSiUK1NHZPeGS5ca7mt1w8RZSaamm8caHGZLp7ihVxiNLhTJVIFEwjkSjUTmOpsUrlMxIdFOqmsXfsTkUHn/4TpcRKHESi4HUjkSiYRiJRMI1EomAaiUTBNBKJgmkkEgXTSCQKppFIFIKlUdMwZW7rgcVhtjm0W60Wh9nmkix7trY4zG09AIAeyTZVJFmL2l2GBqtqvSXKKZXfbZyhYCAeRWLro6/T78tkN+dGZDARdmZxIovD3FwNAE/H/JPD2XWSKMcEGxtTsDjMNpfZNlUkbTVZi9pdZptrM0jpDc3I8ow9/b9bi+oRGm3yj46tHftwx/GJXgvBxsaEu9UPAAiMJ5t8nX6ftaj9ytY22rZB3aMBv9sJi8O8OX0dDo8OA8BkUyyLszlXxpWB1BOPfrjfrhPtl2BpzIC1oHTx+WRG09HeM6aM3tNquVQS+cof3l+/iPZL/JnqbjWF+pwez+Iw1wee8aKRXr+Dl0ZPPFqttQDokfZ73QhNw5S5PvBsvD+xs9U+I8vynRftR5QPws9UNQ1TFXV6ADjvKonOPhvvX5myGs67zM3R5duzmr2PPbLQU1ynB96rsLmAHbdV++e8HVUVx7sB1rcjNXG1cQrdtzwDxq9Np1kTnVQl/NioNvuM3FEVuTPI1xOQ6jg2Eoni4N3FIXpTMY1EomAaiUTBNBKJgmkkEgXTSCQKppFIFEwjkSiYRiJRFBQXF7/uPuygaZgynih7jn8w/+Y3ifv/kXj5HuLStrkk6Y//95f/ajx9MvY/zj9luJu0eq1ztcD9i7/rCjZFil0/7asPLWeX/vH9jQ239tG+DvPK1nu7Vop3nj2n3+6NI+bvVHfVxVGPtah9sCSiLObokWyNsdHObIoJpJAI+xH5PvvvoglGNQgo/73x8cVAvbKq84nU982RzI8y/Y1xOutT71Z7Kth1cvMbPP7WOOTd9xF/9u1oi5hp/LmtRVXx+YGA2wn0SLYOHQBEl79sXQlD0zAl4ZPkPykR6pFsjfF5c0mdfmuz7ZpU0dnNNY2S3XD+vcKdLVhcQ6MW2A7h1l6bx7EWtV8qjFTrji0uz5tL6qAcXNvmKjsGAGu3m8Lpa2pdnvAMnngwUHPh04y/fsvZQJXX0DdXsNVSeypohe4vTkb12/FY7+2KBe8n6k8mAM29L8o/C6Pl7NK540BUP3Lz6AIArPde3AiGovXHAWi/HimdVhq7wm8n/5dWdtwret9wda4A0uq1D1ZrvUcXdkY0+QdiV8vWx7e7Yue2jkAvIlgaU9TFsTgq3n3wbHR7QbC2rQO3m/w+wOIwt9rXx9OttqjWYcA/6tQ0TEkW64q7RmpGaHRn4RxrUavh+WhTDNA0TEkN1oAbAGI+FDdYY+7kVlsV6ywO8696ViY9QLUmOBDCYFn5WOhph7YcKHcUBwf8k8qfA4fW1xkDYptFepyZFbxLCh+9OgIAuFmuNPwQ1Ogr12vnlERtevtk/OsR47S0eu2jSItXyVWsCoa+kYLaU8GLVRuYK5j+xjgtrV77YMdu+miV19D3TUHL2aVfVpZOe9FyNoxvjX1e1J4KXoSUMorbDHF9SLsAQFq9WKkbGTm6gI2PLwZ6K41DgT0tc+V9c+u9XbHvNmOf+tvRDoKlcS+tpXrtXueOmV6P9thibBIA4Pt8uf6SBunmtIvP3U4ACXdrAACcsaeuMtvU5jgJQLLq9NWFylJjID6f3M/3+Vr7Ja377tYZk0Mx8FRpjK75nCi/svyHYfyqQ+lk4bFBc92gct4XTG4/vVCT+aioWJgr7wtFrnct7RjQEL1fPA0gfORhdM0sAWEA2t/PFSjbX017sM1tfghqfl22AWQ6WOlPBq6fBKC598URALVVa/BKCwBQ8Nmc9lrZRm3Z7pbMD05Jwqcxh2KTTX6l+qN+MaRcEG5PUBVKZWTn+qMrxcmqAtq2Ds38rhJ1Kbx4grpf3tI+bymk1WtdEYyU/vCzf9Psp77WD0HNufeXrr+vTGjT5ic5z1zv7Yq07O4A5YrwTzhivkVdvX3HH42tujiA5VIJAgkgEfYXltcA0LYlB7G0nCvjA8tRc4EEhL9P6E8cSVVGNeH+CvUfbp1UqZistaQtw5MIRnWWnky+zuUJj+yZuJzJpnuFC3bfg6x8Xo/CfWRjo7FS8/WIsW/E2HfzZzPhF1sIafSV67UAsPHxqdhPoYK9LQAATTCaMLNQbabEHxt9nSGLSyldo9zFWRmvkWwuczOAxZByPem7u9bcYbZ1xOdn144Z0hxoe8IZnx8IhAEMh283ms+7SgDsHtyGnz/6sKIOAGK+xbJml64Za/Oz8TQXOwn3J8vtg2ZbB7B3vN2vzZsxAIDH3xqngdrtqaP265F0Kdq+E9vVFY3eN1yd27tNwV1voqtr6Zzyaft+z27J0212AN7SkbJgV1cUyrDpBbC3RTk+uj5aquddnIxw7f8BpNxxycX/uXfeZdlzx4XUJv7YSHl05Lsn4XNdMWVsjN43MIqvFcdGIlEIfxeH6NBgGolEwTQSiYJpJBIF00gkCqaRSBRMI5EomEYiUaiXxu5bHlmWPbe6VTsj0cGi8m9x7DPyqTnTGb6NjWgvlWeqD5ci6p6Q6OBQ/7rxreOvuLqP6A2nchpvXKgZQj+vHolSUHlFVfeEpxd2U9a1YYgOAfVnqj8+YRSJUuHzRiJRqJzGKmOpuickOjhUfvrf8dZ/j/FhI1FKrMRBJApeNxKJgmkkEgXTSCQKppFIFEwjkSiYRiJRMI1EomAaiUSRmzQqVTZkWZ4ZysnxiA6j3KTxxm9rTCbTmDcnByM6pDhTJRIF00gkCqaRSBRMI5EomEYiUTCNRKJgGolEkcun/x2VOTkY0SHFShxEouBMlUgUTCORKJhGIlEwjUSiYBqJRME0EomCaSQSBdNIJIqXpXFoRpZl+Y5dlc4QHWovS2PvGZNp8E7FuYnLqnSH6BDLZKZ648mzvPeDiDK8biw11ua3H0SUURr7T5vmGnn1SJRfmkw2st+RT901mXrz3RmiQy3DmWpkaSG//SAiPm8kEkUmaew+XpH3fhDRy64bh2bk31XBO2b6VJXuEB1irMRBJApeNxKJgmkkEgXTSCQKppFIFEwjkSiYRiJRMI1EomAaiUTBNBKJgmkkEsX/AyT/GkF8EulKAAAAAElFTkSuQmCC)**

**Demonstrate writing Hibernate Query Language and Native Query**

### User.java

package com.example.demo.model; import jakarta.persistence.\*; @Entity

public class User {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY) private Long id;

private String name; private String email;

// Getters and Setters

}

### UserRepository.java – Using HQL and Native Queries

package com.example.demo.repository; import com.example.demo.model.User;

import org.springframework.data.jpa.repository.\*;

import org.springframework.data.repository.query.Param; import org.springframework.stereotype.Repository;

import java.util.List; @Repository

public interface UserRepository extends JpaRepository<User, Long> {

// 1. HQL Query

@Query("SELECT u FROM User u WHERE u.name = :name") List<User> findUsersByNameHQL(@Param("name") String name);

// 2. Native SQL Query

@Query(value = "SELECT \* FROM user WHERE email = :email", nativeQuery = true) List<User> findUsersByEmailNative(@Param("email") String email);

// 3. Native query for partial name

@Query(value = "SELECT \* FROM user WHERE name LIKE %:keyword%", nativeQuery = true)

List<User> searchByNameNative(@Param("keyword") String keyword);

}

### UserService.java

package com.example.demo.service; import com.example.demo.model.User;

import com.example.demo.repository.UserRepository;

import org.springframework.beans.factory.annotation.Autowired; import org.springframework.stereotype.Service;

import java.util.List; @Service

public class UserService {

@Autowired

private UserRepository userRepository;

public List<User> getUsersByNameHQL(String name) { return userRepository.findUsersByNameHQL(name);

}

public List<User> getUsersByEmailNative(String email) { return userRepository.findUsersByEmailNative(email);

}

public List<User> searchByNameNative(String keyword) { return userRepository.searchByNameNative(keyword);

}

}

### UserController.java

package com.example.demo.controller; import com.example.demo.model.User;

import com.example.demo.service.UserService;

import org.springframework.beans.factory.annotation.Autowired; import org.springframework.web.bind.annotation.\*;

import java.util.List;

@RestController @RequestMapping("/users") public class UserController {

@Autowired

private UserService userService;

@GetMapping("/hql/{name}")

public List<User> getByNameHQL(@PathVariable String name) { return userService.getUsersByNameHQL(name);

}

@GetMapping("/native/email")

public List<User> getByEmailNative(@RequestParam String email) { return userService.getUsersByEmailNative(email);

}

@GetMapping("/native/search")

public List<User> searchByName(@RequestParam String keyword) { return userService.searchByNameNative(keyword);

}

}

## HQL: Get users by name

### Request:

GET <http://localhost:8080/users/hql/John>

**Response (JSON):**

**![](data:image/png;base64,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)**

## Native: Get user by email

### Request:

GET [http://localhost:8080/users/native/email?email=john@gmail.com](http://localhost:8080/users/native/email?email=john%40gmail.com)

**Response:**

![](data:image/png;base64,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)

## Native: Search user by name keyword

### Request:

GET <http://localhost:8080/users/native/search?keyword=oh>

**Response:**
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